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ABSTRACT
This paper targets the problems newcomers face when onboarding to open source projects and the low retention rate of newcomers. Open source software projects are becoming increasingly more popular. Many major companies have started building open source software. Unfortunately, many newcomers only commit once to an open source project before moving on to another project. Even worse, many novices struggle with joining open source communities and end up leaving quickly, sometimes before their first successful contribution. In this paper, we propose a conversational bot that would recommend projects to newcomers and assist in the onboarding to the open source community. The bot would be able to provide helpful resources, such as Stack Overflow related content. It would also be able to recommend human mentors. We believe that this bot would improve newcomers’ experience by providing support not only during their first contribution, but by acting as an agent to engage them to the project.

CCS CONCEPTS
• Software and its engineering → Open source model.
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1 INTRODUCTION
Onboarding refers to the process of teaching newcomers (new workers) the knowledge and skills needed to succeed in their position but also integrate with their coworkers so they can work effectively as a team. It is during this period that programmers become familiar with a new project, its source code, and its team. While it is considered a necessity, it is also very costly and error prone [6, 22]. In response to the expensive onboarding process, the software engineering research community has responded by experimenting with methodologies, such as pair programming [51], that help overcome the shortcomings of onboarding. Unfortunately, the onboarding techniques described in the literature are largely not applicable to programmers onboarding remotely. OSS projects leverage the coordinated effort from globally distributed stakeholders who build high-quality software [14]. To remain sustainable and to evolve, several projects rely on the onboarding and retention of newcomers. These newcomers serve not only as a workforce to keep the project running but also as a source of innovation [21].

However, attracting newcomers [42] and engaging them [9] are not easy tasks. Previous work shows that the barriers posed during the joining process may lead newcomers to give up on contributing [42]. Joining an OSS project is a complex, multi-stage process and this complexity could push newcomers away from the project [44]. This is because newcomers are expected to learn about the project on their own and can feel lost in the complexity of a project [11]. The barriers related to newcomers’ orientation play a key role, especially in keeping the newcomers confident and motivated to continue with the project [43].

There is an increase of bots being developed to support developers in OSS projects [50]. There are many different types of bots that OSS programmers utilize to help them with their work. Content recommendation bots retrieve information from their users and recommend items that may be of interest to those users [34]. They are widely used by services such as search engines, review sites, and online stores in order to encourage users to engage more with the service. Some bots that help programmers by performing repetitive tasks. A typical example of such use of bots in software engineering can be found in software testing [30, 39] and ongoing research in software bug fixing [18, 38]. Finding a suitable project to contribute to can be challenging for newcomers to OSS. NNLRank was a neural network model proposed to recommend projects to newcomers, which they were likely to contribute [26]. Bots have also been developed to recommend experts and reviewers for tasks [8, 35], which may help newcomers to get help if needed.
Because of the difficulties that newcomers face when onboarding to new projects, we believe that having a bot that guides the newcomer, offering help when there is no activity, provides resources and recommends experienced developers for assist, the newcomer will feel more confident and will be poised to have a successful contribution. We also believe that, with this bot, newcomers are more likely to stick with a project rather than moving onto the next. Specifically, when the newcomers have the chance to interact with a person from the project, the sense of belonging in a community will increase. We believe this may increase the chances of long-term engagement.

2 BACKGROUND AND RELATED WORK

In this section, we discuss the background and related work of conversational bots, bots in software engineering, and onboarding to open source projects.

2.1 Conversational Bots

The origin of conversational bots (or chatbots), dates back to 1950 when Alan Turing proposed that machines could think [47]. Advances in Natural Language Processing (NLP) and Machine Learning (ML) caused (i) a higher usage of bots in several domains; and (ii) partnerships in which computers and humans construct meaning around each other’s activities [13]. According to Lebeuf [23], the mainstream adoption of software bots also occurred because of (i) numerous technological breakthroughs; (ii) dominant adoption of both messaging and voice-only platforms; (iii) and the abundance of public APIs and datasets. Bots enhance collaborative work [16] and influence changes in the workplace [24].

Although several popular bots do, in fact, have some language capability, engaging in conversations is not required for software bots [23, 31]. More specifically, chatbots stand out from software bots because of their ability to communicate with users through human language. Over the last few years, technological enterprises have developed bots as intelligent personal assistants, such as Apple’s Siri [52] and Google Assistant [41], using conversational interfaces to automate personal tasks for users.

Thousands of bots perform specific tasks in a narrow domain of expertise [10]. For example, chatbots have been used for education [19], focusing on students’ engagement [4, 5, 15], self-guided learning [36], course advising [20], and tutoring [46].

2.2 Bots in Software Engineering

Recently, bots are also becoming commonplace in software engineering, supporting social and technical aspects of software development [25, 45]. For example, Matthies et al. [28] proposed a Slack bot to support agile retrospectives aiming to enhance the development process. From a technical perspective, Ural et al. [48] introduced Repairnator, a program repair bot that continuously monitors bugs during Continuous Integration (CI), and then tries to fix them by submitting a pull request. In addition, Ren et al. [37] designed an approach to identify duplicated code changes in forks early. Still, Wyrich and Bogner [53] proposed the Refactoring-Bot, a bot that automatically refactors the code to remove code smells.

More related to our vision, Cerezo et al. [8] developed a bot aiming to recommend software artifact experts based on the source code repository history. Developers can ask who is an expert in a given file, method, or package, and the bot answer with a list of people created by a recommending system. Peng and Ma [35] analyzed how the developers perceive mention bot, a bot that recommends pull request reviewers based on previous interactions with GitHub. Xu et al. [54] also proposed a recommendation bot, AnswerBot, which automatically generates an answer to a technical problem mining answers from Stack Overflow. Abdellatif and Shihab [1] designed MSRBot, also created a bot that answers developers’ questions based on data from software repositories, including questions about developers responsible for commits, number of bugs fixed by a developer, and the date of broken commits.

Although it is possible to notice a growing body of knowledge in the topic, the bots that are available to support software development tasks are usually designed to serve a specific goal. Still, many of them miss the conversational aspect, acting proactively given an external event. More importantly, even with some bots aiming to recommend experts, answers, and reviewers, the newcomer support is still a missing piece in this territory. We advocate that a conversational bot (chatbot) that offers support to newcomers by helping them throughout their onboarding process would play the role of a mentor, recommending projects, artifacts, experts, and to keep track of their evolution.

2.3 Onboarding to Open Source Projects

The onboarding of newcomers in OSS projects has been widely studied [29, 49]. Among the studies that focus on newcomers to OSS projects, some report scripts, paths, and cases of developers successfully joining projects. Other researchers focus on understanding and dealing with the barriers to onboarding newcomers [17, 42, 43]. While joining the project is difficult, retention is also analyzed as a problem in OSS context. Zhou and Mockus [55], for example, found that the individual’s willingness and the project’s climate were associated with the odds that an individual would become a long-term contributor. Fang and Neufeld [12] focused on understanding developers’ motivation to stay and found that the initial conditions to participate did not adequately predict long-term participation, but that situated learning and identity construction behaviors were positively linked to sustained participation.

Mentorship is usually applied as a way to support the newcomers. However, in OSS, it is not a widely-spread approach to offer formal mentorship programs. Nevertheless, this topic attracted the attention of some researchers. [7, 27, 32] proposed different approaches to identifying and recommending mentors to OSS newcomers, claiming that mentoring would benefit newcomers’ onboarding. For example, Canfora et al. [7] proposed a recommending system that mines the project’s mailing list and versioning control to find mentors who have already worked on the topic that the newcomer is working on.

Even recent literature has pointed out that the problem of onboarding is still an open challenge. Given the lack to support the onboarding and engagement of newcomers to OSS, and the rise of bots to support software development, our vision adds to this topic by proposing a bot that not only helps to guide newcomers’ first steps but also engages the newcomers with community members to promote long-term engagement.
3 PROPOSED CONVERSATIONAL BOT

In this section, we discuss the proposed recommendation bot system and the implementation of the system.

3.1 System Overview

We propose to create a conversational bot that could help newcomers with finding open source projects that they can contribute to and guide them throughout the process. For an example of how the bot would interact with the newcomer, see Figure 1. In the next few paragraphs, we will briefly describe the system.

First, when the newcomer initiates a conversation with the bot, the bot would collect information on the newcomer’s previous source code contributions, personal interests, and preferred programming languages. The bot would be able to scan for information shared by the newcomers publicly on GitHub (or other OSS platforms). Based upon this information, the bot would suggest OSS projects that the newcomers may find interesting. The bot would provide a brief summary of the present status of the recommended project and the potential tasks that the newcomer may be interested.

Once the newcomer starts working on the project, the bot would go into an idle mode in which it will not interact unless requested by the newcomer—who may ask questions. The bot may be set to wait for a period of time (potentially a week) before it checks in with the newcomer regarding their progress, and offer support. However, the newcomer would be able to interact with the bot at any time. The bot would help newcomers with specific programming challenges they face while working towards a successful contribution. The newcomer would be able to ask the bot for help or clarifications. The bot will provide answers based on content mined from Stack Overflow (and potentially other sources), summarize previous related solutions and send relevant links and documents to the newcomer. The bot would go back to an idle state once it has helped the newcomer. It could also check in for a second time if no progress is made in a specific time duration (again, this could be a week’s worth of time).

If needed, the bot would also be able to help connect the newcomer with an experienced programmer (someone who has already worked on the current project and has multiple successful contributions). If a connection is made between and experience programmer and newcomer, the bot would send the experienced programmer a summary of the specific issues the newcomer was facing.

Once the newcomer has a successful contribution, the bot would provide the newcomer with a survey so that it could recommend new issues based on the newcomer’s experience. However, if desired, the bot could also recommend a different open source project to work on. Contributor disengagement is a costly and critical issue as it can affect the sustainability of a project [40]. In the future, once we are able to build such a bot, we will study the effects of the bot on newcomer engagement.

3.2 Technical Design

The bot’s core features would employ methods in Natural Language Processing, specifically in Natural Language Understanding (NLU) and text summarization. In order to implement these features, we plan to incorporate a number of tools. These tools include Rasa Open Source and the GitHub and Stack Exchange APIs.

Rasa Open Source is an open source framework for building conversational bots. It is capable of facilitating the Natural Language Understanding (NLU) process needed for the bot to engage in conversation with the newcomer. GitHub’s REST API would allow access to the newcomer’s public GitHub information and provide
We have started to build a dialogue corpus. The data set currently contains 20 individual conversations between two professional programmers of varying experience levels in a pair programming setting. The programmers were introduced to a new software project and work together to fix source code bugs. Analyzing this data will help us better understand the type of questions which arise from programmers onboarding onto a new project. This dialogue corpus, together with other data will be used for training the bot.

5 CURRENT RESEARCH LIMITATIONS
One research limitation is the size of the data that is needed for training the conversational bot. We have a relatively small dialogue corpus created with conversations between newcomers in a pair programming setting [3][33]. This might impact the accuracy we can achieve while training the conversational bot to work in the specific context. Collecting more data is time consuming and expensive. Unfortunately, we believe that the data collection process must continue until the data set increases with significantly more dialogue or we must rely on an artificial dialogue corpus.

6 CONCLUSION
Our paper proposes a new conversational bot for OSS project newcomers. The vision is that the bot would be able to recommend open source projects, issues from proposed projects that could be of interest, provide helpful resources, and connect the newcomer to human assistance (expert programmers that have had previous successful contributions on the same project). In this paper, we first cover the related work. We then introduce a system prototype for the development of the conversational bot. We provide the steps we believe are necessary for the development of the bot. Finally, we outline some of the research barriers that must be overcome to be able to provide a bot that is able to interact with newcomers seamlessly. We believe that this type of conversational bot would increase the retention rate of open source contributors, both in the open source community and to specific open source projects.
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